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Abstract—Modern software systems are composed of software
components supplied by a software supply chain, and it has
become difficult to maintain the dependability of the software
supply chain. To address this problem, we introduce assurance
carrying code, a framework in which every software component
in a software supply chain has its own assurance case. When
integrating a software component into a supply chain, the
stakeholders check (manually or automatically) the assurance
case to determine whether or not the software component is
dependable for the supply chain. We introduce a pattern language
for Goal Structuring Notation (GSN) formalized by A-calculus,
which is used in a theory of functional programming languages
theory.

Index Terms—assurance cases, proof carrying code, formal
languages, \ -calculus

I. INTRODUCTION

Software systems have become increasingly complex. They
contain various components including off-the-shelf software
or open source modules, and connect to external systems
such as cloud systems. Moreover, a system may be modified
continuously. In such situations, it is very difficult to maintain
control of the entire system.

One source of the difficulties is the software supply chain. In
general, it is very costly to obtain information about acquired
software. Third-parties are unwilling to share details of their
products and their development processes (which may have
already been lost), and thus the supply chain network becomes
unclear and uncontrollable. Security risks occurring in supply
chains have been discussed ( [1], [2]), and incidents related
to supply chains have been made public recently. In one
incident, vulnerabilities were discovered in a software library
applied to wide-range embedded systems over 20 years [3].
The library was allowed to modify or extend to adapt to users’
products. Therefore, it was difficult to trace its history and
see how wide-spread it is used in detail. In another incident,
malicious software was distributed as regular updates [4].
Attackers tampered with update programs, and the programs
were released on the manufacturer’s download site. These
incidents affected numerous systems including safety-critical
systems, infrastructure controls, government information sys-
tems, and more. Subsequently, in May 2021, US President

Biden signed an executive order that addresses supply chain
security. Furthermore, NIST is revising its Cyber Supply Chain
Risk Management Practices [5].

Assurance cases [6] support accountability in a supply
chain, as assurance cases show clear arguments and evidence
of the dependability of the supply chain. For software supply
chains, we propose Assurance Carrying Code. In the frame-
work, each software component in a supply chain has its own
assurance case, and their assurance cases can be integrated
into one case for the supply chain. To do so, we formalize
assurance cases written in Goal Structuring Notation (GSN)
[6] as a functional programming language, on the basis of
A-calculus.

The literature [6] uses the fundamental concepts of formal
logic and English syntax in defining the GSN method to
improve the expression of arguments. Meanwhile, prominent
applications of A-calculus include logic and linguistics, and
more specifically, proof theory and Montague grammar. Par-
ticularly in the former, the correspondence between A-calculus
and natural deduction has been proven [7]. Thus, it would be
reasonable to formalize assurance cases written in GSN in a
functional programming language based on A-calculus. Such
an approach would open the way for connecting the safety
arguments with key areas (logic, linguistics, and computer
programming).

II. ASSURANCE CARRYING CODE

Proof carrying code [8] is a software mechanism that allows
a host system to verify properties of an application through
a formal proof that accompanies the application’s executable
code. Using proof carrying code as our inspiration, we have
been developing an assurance carrying code system, in which
every software component has its own assurance case. When
system developers integrate the code into a software supply
chain, they can check the assurance case to determine whether
the software code is safe (or secure) to install into the supply
chain or not. The framework for assurance carrying code
is shown in Fig. 1. As shown in the figure, each software
component has its own GSN diagram (attached to the code
or remotely on a database). When integrating a software
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Fig. 1. A Framework of Assurance Carrying Code
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Fig. 2. Pattern reduction

component into a supply chain, the GSN diagram (“Gl:
Component A is secure”) is automatically or manually checked
by the assurance carrying code system, and if it is acceptable,
the software component is integrated into the supply chain and
the GSN diagram is also merged into the GSN diagram of the
entire supply chain (“G: System is secure”) .

We have been developing a web-based GSN tool [9] which
can be used to remotely share and edit GSN diagrams using
a GSN database. We are currently in the process of designing
the framework (Fig. 1) using the tool.

III. A PATTERN LANGUAGE FOR GSN

To realize the assurance carrying code system, we propose
a new pattern language which has graphical and term nota-
tions. Unlike Denny and Pai [10], our pattern language is a
general purpose programming language based on A-calculus,
one of the basis of functional programming. Our language is
based on A-calculus and satisfies desirable properties such as
confluence, which implies that any sequence of computations
yields the same results if it terminates. Thus, the computation
in our pattern language can be fully automated, in contrast to
previous approaches [11]-[13] which require human guidance
to obtain the final GSN diagrams.

Fig. 2 shows our notation for a GSN pattern and its
reduction. The left-most diagram shows a pattern in which
an argument for the goal Gl is abstracted away. When we

provide an argument for the goal Gl, for example, on the
basis of a penetration test, the GSN pattern is instantiated into
the GSN diagram in the right, which provides a full argument
for the goal G (“System is secure”). In our framework, GSN
diagrams and patterns are defined as follows.

P:=alelg) | Slg,91,---,9n] | Aa.P | PLPs (D

Here, « is a parameter for an argument, e[g| is evidence for
a goal g, S[g,91,.-.,9n] is a strategy for deriving a goal
g from goals g1, ...,9n. Aa.P behaves as a function which
substitutes an argument () to a parameter « when it is applied
to another argument (). P, P is a pattern application, in which
an argument P, is applied to an argument P, . There is a single
reduction rule called S-reduction:

(M.P)Q = P[Q — o, ()

where P[()Q — «] is a pattern obtained by substituting () into
«. Then the reduction in Fig. 2 can be written using term
notations by:

(A\.S[G, G1]a)(E[G1)) = S[G, G1]E[G1]. 3)
IV. CONCLUDING REMARKS

We introduced assurance carrying code, a framework for
assuring the dependability of software supply chains. We
are formalizing GSN and its patterns using A calculus. Our
progress will be presented in the near future.
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